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partial functions, 151
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polytrees, 85
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preventative security analysis, 90
Private Branch Exchange (PBX), 54
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process parallelism, 241-245
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mathematical notation, 18-22 attribute characters, 22
Boolean notation, 18-20, $19 t$
Greek letters and functions, 22, 22t
overloaded symbols, $18,18 f$
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syntactical constructs, 13-18
dictionary comprehensions, 15-17
list comprehensions, $14-15$
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Proj class, 151-152
project managers, 264
proof of concept, ix
facial recognition, 188-204
location triangulation, 148-159
minimum viable product vs., 210
network analysis graphs, 61-64
social network analysis, 87-88
social network evolution, 109-124
Voronoi diagrams, 163-173
protocol_subgraph function, 52-55
protocol subgraphs, 54-56, 56f
proxy networks, 35-36, 35f
pseudographs (nonsimple graphs), 32
purity, 181
PyArmor, 264-265
PyGame library, 236-240, 246-250
events, 237-239
graphic elements, 246-247, 247f
PyInstaller, 259-260
PyPi, 258-259, 266
Pyplot library, 32-33
pyproj library, 150-152
Pythagorean theorem, 18, 18f, 164
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environment setup, 3-12
hardware requirements, 3 installing Anaconda, 4
Jupyter Notebooks, 11-12
Spyder IDE, 10-11
virtual environment setup, 9
virtualenv package manager, 10-11
interpreters, packaging with, 259-260
reasons for using, xxii-xxiii shortcomings of, xxiii
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## $R$

-r (--raw-out) parameter, 63
RA (resource allocation), 108-109
randint function, 201
RandomForestClassifier class, 201
RandomForestClassifier objects, 202-203
random forests, 179, 182, 201-203
random_layout function, 51
random walks, 95-104, 117-119, 125
biased, 97, 100, 104, 111
Monte Carlo simulations and, 97-99, $99 f$
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range function, 16-17, 22
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read_weighted_edgelist function, 63
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Red Hat, 266
regression problems, 176
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resize function, 184
resource allocation (RA), 108-109
resource planning problems. See art gallery problem application; emergency service planning scenario
return_results parameter, 195
reverse option, 53
reverse parameter, 59, 137
RI (residual information) score, 75-76
right_click function, 241
rings. See linear ring polygons
Room class, 249, 251, 253-254
root node, 84-85, 180-181
row_to_str function, 167
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save_file function, 227
save_graph function, 62
save_packet function, 62
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saving and reloading data, 251-254
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saving to dictionaries, 251-252
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screen attribute, 249-250
seed argument, 33-34
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select_dtypes function, 192
self-looping, 31-32
Series objects, 71, 191, 198
setattr function, 253
set_colorkey function, 249
set_file method, 242
set generator notation (SGN), 22
set_mode function, 246
set notation
overview of, 20-22, $21 t$
reserved sets, 21, $21 t$
set generator notation, 22
set_region_areas function, 227
setup scripts, 258-259
setuptools library, 258
7Zip, 252
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shape_to_np function, 186
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shifted variable, 239, 241
shoelace algorithm, 136
shortest_path_scores function, 117-119
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signature detection, 47
simple function, 151
simple graphs, 32, 85
single point of failure, 109-110
sink node, 110, 113, 117-119, 121
six degrees of separation, 68
small_area parameter, 157
small-world experiments, 68
Snort, 48
Snow, John, 163
social network analysis (SNA), 67-90
cautions regarding, 89
converting data to graph, 69-73
building graphs, 72-73, 74f
examining data, 69
structuring data, 69-72
defined, 67
proof of concept, 87-88
research questions, 74-87 cliques and most influential users, 76-78, 78f information propagation, 74-76 most influenced users, 78-79, $79 f$
node ancestry, 83-87, $84 f, 86 f$ topic-based information exchange, 79-83, $82 f$
small-world phenomenon, 68 social network evolution, 91-125
finite state machines, 93-95, 94f
information flow game, 110-124
edge capacity, 112-113
game phases, 113-117
game simulation, 118-120
improvements to player 2, 120-124
source and sink node selection, 117-118
weighted random choice, 111-112
Monte Carlo simulations, 92-93, 97-100, 99f
proof of concept, 109-124
random walks, 95-97, $96 f, 99 f$
simulations, defined, 92
social network graphs, 29, 39-40, 39f
social network simulation, 100-109
information flow distance, 100-104
resource allocation, 108-109
topic-based influence, 104-108
soft classifiers, 203
sorted function, 53, 137, 198
source node, $36,73,78,110,113$, 117-119, 121
spaghetti models (storm path maps), 93
sparse adjacency matrices, 80
spring_layout function, 33, 82-83
Sprite class, 248-250, $250 f$
sprites, 248-250, $250 f$
Spyder IDE, 4, 10-11
Stack Overflow, 153
Ståhl, Joachim, 213
Stanford University, 98, 125
Started state, 234-235
Start state, 234-235
state machines
finite state machines, 93-95, 94f, 100-101
state machine graphs, 30, 31f
state managers
application state planning, 235
development of, 237-241
event driven nature of, 237
purpose of, 235, 237
Steiner points, 219, 228-229
stochastic FSMs, 95, 97
storm path maps (spaghetti models), 93
strip function, 70
substates, 238
sum function, 59
Super Bowl XXXV, 176-177
supervised learning, 176, 179
Surface class, 246-248, $247 f$
surface_size attribute, 249
sweep line algorithms, 154-155
syntactical constructs, 13-18
dictionary comprehensions, 15-17
list comprehensions, $14-15$
zipping and unpacking, 17-18

## T

target parameter, 244
TCP handshake graphs, 42, $42 f$
TCP packets, 49-50, 61
terminal states, 96, 99-100
term_subgraph function, 106-107
tessellation, 133-136, $134 f$
art gallery problem, 214, 216-219, 223-224, 226-228, 245, 252
facial recognition, 189-190
Voronoi tessellation, 162-173
theil_u parameter, 195

Theil's U, 195
Thread class, 242
threading parallelism, 241-243
three-color problem, 212-213
tiles, 133
timeline function, 88
to_dict function, 251, 253-254
tol parameter, 81
topic-based influence, 104-108
topic-based information exchange, $79-83,82 f$
topography, 33, 113
topological ordering, 85
touches function, 138
towers (base stations). See base stations
transform function, 151-153
transitions, 31f, 94-96, 99-101
travel graphs, 28-29, 29f, 32
Triangle library, 216, 219, 223-229, 236, 245, 252, 262
Triangle Solver service, $261 f, 262$
triangulate function, 134,136 , 216-217, 219, 221, 223-224, 226-227
truth tables, 19
ttest_ind function, 123
Twitter, 80
two-sample t-testing, $123,124 f$
type function, 203

## U

UDP packets, 49-50
UML (Unified Modeling Language), 234
unbalanced exchange, 75
undirected graphs, 31-32
betweenness centrality, 36
cliques, 39-40, 39f, 76-77
connected components, 41
creating in NetworkX, 33, 34f
degree centrality, 37
undirected preferential attachment (UPA), 114
unicode attribute, 239
Unified Modeling Language (UML), 234
uniform argument, 200
uniformly random walks, 96-97, 96f, 101-104, 117
uninstall functions, 257-259
unique function, 103
University of Essex, 177
University of Washington, 212
unsupervised learning (exploratory analysis), 176
unweighted graphs, 32, 43, 214
Unwired Labs, 142, 147
UPA (undirected preferential attachment), 114
urlencode function, 165
user interaction mapping, 234-237, 234f
application state planning, 235-236
documentation, 236-237
User Interface service, 261f, 262-263
user_to_series function, 70

## v

vertex-coloring problem, 212
vertex_list attribute, 249
vertices (nodes)
defined, 129
graph theory, 27
vertex order, 132
VirtualBox, 260
virtual environment setup, 9, 63
virtualenv package manager, 10-11
Voice over IP (VoIP), 54, 57
Voronoi diagrams, 161-174
emergency service planning scenario, 163-173
city shape, 164-167, $165 f$
distance function, 164
generators, 167-169, $169 f$
tessellation, 170-173, 171f, 172f
limitations of, 173-174
proof of concept, 163-173
tessellation, 162-163, 162f
voronoi_regions_from_coords function, 170
Voronoi tessellation, 162-163, 162f, $170-173,171 f, 172 f$

## w

weighted_choice function, 106, 111-112, 114, 118
weighted graphs, 32-33, 52-53, 55, 62-63, 77
weighted random choice, 95, 97, 106, 111-115
weight parameter, 53, 77
WGS (world geodesic system), 152
wgs84_to_aeqd function, 152
where function, 55, 60
WiGLE, 144, 159
Windows
frozen delivery, 260
installing Anaconda, 6-8, $6 f, 7 f$
Jupyter Notebooks, 11-12
network card in promiscuous
mode, 63-64
packet capture library, 47
setting up virtualenv, 10
Spyder IDE, 11
temp directory, 252
WinPcap library, 47
WinPython, 11
WireShark, 46-47
world geodesic system (WGS), 152
write once, read many (WORM)
workflow, 62
write_weighted_edgelist function, 62-63
wrpcap function, 62
wrs_connect function, 114, 116
wrs_disconnect function, 115-116

## X

X_test variable, 200
X_train variable, 200

## Y

y_test variable, 200
y_train variable, 200

## Z

Zenmap, 46, $46 f$
zero-sum games, 98
ZipFile class, 252
zip function, 17, 197, 202
zipf variable, 252
zipping and unpacking, 17-18
zscore function, 55-56
Zychlinski, Shaked, 195

